**研磨设计模式——单例模式（Singleton）**

**1  场景问题**

**1.1  读取配置文件的内容**

        考虑这样一个应用，读取配置文件的内容。  
        很多应用项目，都有与应用相关的配置文件，这些配置文件多是由项目开发人员自定义的，在里面定义一些应用需要的参数数据。当然在实际的项目中，这种配置文件多采用xml格式的。也有采用properties格式的，毕竟使用Java来读取properties格式的配置文件比较简单。  
        现在要读取配置文件的内容，该如何实现呢？

**1.2  不用模式的解决方案**

        有些朋友会想，要读取配置文件的内容，这也不是个什么困难的事情，直接读取文件的内容，然后把文件内容存放在相应的数据对象里面就可以了。真的这么简单吗？先实现看看吧。  
        为了示例简单，假设系统是采用的properties格式的配置文件。  
（1）那么直接使用Java来读取配置文件，示例代码如下：

**Java代码**

1. /\*\*
2. \* 读取应用配置文件
3. \*/
4. **public** **class** AppConfig {
5. /\*\*
6. \* 用来存放配置文件中参数A的值
7. \*/
8. **private** String parameterA;
9. /\*\*
10. \* 用来存放配置文件中参数B的值
11. \*/
12. **private** String parameterB;
14. **public** String getParameterA() {
15. **return** parameterA;
16. }
17. **public** String getParameterB() {
18. **return** parameterB;
19. }
20. /\*\*
21. \* 构造方法
22. \*/
23. **public** AppConfig(){
24. //调用读取配置文件的方法
25. readConfig();
26. }
27. /\*\*
28. \* 读取配置文件，把配置文件中的内容读出来设置到属性上
29. \*/
30. **private** **void** readConfig(){
31. Properties p = **new** Properties();
32. InputStream in = **null**;
33. **try** {
34. in = AppConfig.**class**.getResourceAsStream(
35. "AppConfig.properties");
36. p.load(in);
37. //把配置文件中的内容读出来设置到属性上
38. **this**.parameterA = p.getProperty("paramA");
39. **this**.parameterB = p.getProperty("paramB");
40. } **catch** (IOException e) {
41. System.out.println("装载配置文件出错了，具体堆栈信息如下：");
42. e.printStackTrace();
43. }**finally**{
44. **try** {
45. in.close();
46. } **catch** (IOException e) {
47. e.printStackTrace();
48. }
49. }
50. }
51. }

注意：只有访问参数的方法，没有设置参数的方法。

（2）应用的配置文件，名字是AppConfig.properties，放在AppConfig相同的包里面，简单示例如下：

**Java代码**

1. paramA=a
2. paramB=b

（3）写个客户端来测试一下，示例代码如下：

**Java代码**

1. **public** **class** Client {
2. **public** **static** **void** main(String[] args) {
3. //创建读取应用配置的对象
4. AppConfig config = **new** AppConfig();
6. String paramA = config.getParameterA();
7. String paramB = config.getParameterB();
9. System.out.println("paramA="+paramA+",paramB="+paramB);
10. }
11. }

运行结果如下：

**Java代码**

1. paramA=a,paramB=b

**1.3  有何问题**

        上面的实现很简单嘛，很容易的就实现了要求的功能。仔细想想，有没有什么问题呢？  
        看看客户端使用这个类的地方，是通过new一个AppConfig的实例来得到一个操作配置文件内容的对象。如果在系统运行中，有很多地方都需要使用配置文件的内容，也就是很多地方都需要创建AppConfig这个对象的实例。  
        换句话说，在系统运行期间，系统中会存在很多个AppConfig的实例对象，这有什么问题吗？  
        当然有问题了，试想一下，每一个AppConfig实例对象，里面都封装着配置文件的内容，系统中有多个AppConfig实例对象，也就是说系统中会同时存在多份配置文件的内容，这会严重浪费内存资源。如果配置文件内容较少，问题还小一点，如果配置文件内容本来就多的话，对于系统资源的浪费问题就大了。事实上，对于AppConfig这种类，在运行期间，只需要一个实例对象就够了。  
        把上面的描述进一步抽象一下，问题就出来了：在一个系统运行期间，某个类只需要一个类实例就可以了，那么应该怎么实现呢？

**2  解决方案**

**2.1  单例模式来解决**

        用来解决上述问题的一个合理的解决方案就是单例模式。那么什么是单例模式呢？  
**（1）单例模式定义**  
        保证一个类仅有一个实例，并提供一个访问它的全局访问点。  
**（2）应用单例模式来解决的思路**  
        仔细分析上面的问题，现在一个类能够被创建多个实例，问题的根源在于类的构造方法是公开的，也就是可以让类的外部来通过构造方法创建多个实例。换句话说，只要类的构造方法能让类的外部访问，就没有办法去控制外部来创建这个类的实例个数。  
        要想控制一个类只被创建一个实例，那么首要的问题就是要把创建实例的权限收回来，让类自身来负责自己类实例的创建工作，然后由这个类来提供外部可以访问这个类实例的方法，这就是单例模式的实现方式。

**2.2  模式结构和说明**

单例模式结构见图1所：  
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 图1  单例模式结构图  
**Singleton：**        负责创建Singleton类自己的唯一实例，并提供一个getInstance的方法，让外部来访问这个类的唯一实例。

**2.3  单例模式示例代码**

        在Java中，单例模式的实现又分为两种，一种称为懒汉式，一种称为饿汉式，其实就是在具体创建对象实例的处理上，有不同的实现方式。下面分别来看这两种实现方式的代码示例。为何这么写，具体的在后面再讲述。  
       （1）懒汉式实现，示例代码如下：

**Java代码**

1. /\*\*
2. \* 懒汉式单例实现的示例
3. \*/
4. **public** **class** Singleton {
5. /\*\*
6. \* 定义一个变量来存储创建好的类实例
7. \*/
8. **private** **static** Singleton uniqueInstance = **null**;
9. /\*\*
10. \* 私有化构造方法，好在内部控制创建实例的数目
11. \*/
12. **private** Singleton(){
13. //
14. }
15. /\*\*
16. \* 定义一个方法来为客户端提供类实例
17. \* @return 一个Singleton的实例
18. \*/
19. **public** **static** **synchronized** Singleton getInstance(){
20. //判断存储实例的变量是否有值
21. **if**(uniqueInstance == **null**){
22. //如果没有，就创建一个类实例，并把值赋值给存储类实例的变量
23. uniqueInstance = **new** Singleton();
24. }
25. //如果有值，那就直接使用
26. **return** uniqueInstance;
27. }
28. /\*\*
29. \* 示意方法，单例可以有自己的操作
30. \*/
31. **public** **void** singletonOperation(){
32. //功能处理
33. }
34. /\*\*
35. \* 示意属性，单例可以有自己的属性
36. \*/
37. **private** String singletonData;
38. /\*\*
39. \* 示意方法，让外部通过这些方法来访问属性的值
40. \* @return 属性的值
41. \*/
42. **public** String getSingletonData(){
43. **return** singletonData;
44. }
45. }

 （2）饿汉式实现，示例代码如下：

**Java代码**

1. /\*\*
2. \* 饿汉式单例实现的示例
3. \*/
4. **public** **class** Singleton {
5. /\*\*
6. \* 定义一个变量来存储创建好的类实例，直接在这里创建类实例，只会创建一次
7. \*/
8. **private** **static** Singleton uniqueInstance = **new** Singleton();
9. /\*\*
10. \* 私有化构造方法，好在内部控制创建实例的数目
11. \*/
12. **private** Singleton(){
13. //
14. }
15. /\*\*
16. \* 定义一个方法来为客户端提供类实例
17. \* @return 一个Singleton的实例
18. \*/
19. **public** **static** Singleton getInstance(){
20. //直接使用已经创建好的实例
21. **return** uniqueInstance;
22. }
24. /\*\*
25. \* 示意方法，单例可以有自己的操作
26. \*/
27. **public** **void** singletonOperation(){
28. //功能处理
29. }
30. /\*\*
31. \* 示意属性，单例可以有自己的属性
32. \*/
33. **private** String singletonData;
34. /\*\*
35. \* 示意方法，让外部通过这些方法来访问属性的值
36. \* @return 属性的值
37. \*/
38. **public** String getSingletonData(){
39. **return** singletonData;
40. }
41. }

**2.4  使用单例模式重写示例**

        要使用单例模式来重写示例，由于单例模式有两种实现方式，这里选一种来实现就好了，就选择饿汉式的实现方式来重写示例吧。  
        采用饿汉式的实现方式来重写实例的示例代码如下：

**Java代码**

1. /\*\*
2. \* 读取应用配置文件，单例实现
3. \*/
4. **public** **class** AppConfig {
5. /\*\*
6. \* 定义一个变量来存储创建好的类实例，直接在这里创建类实例，只会创建一次
7. \*/
8. **private** **static** AppConfig instance = **new** AppConfig();
9. /\*\*
10. \* 定义一个方法来为客户端提供AppConfig类的实例
11. \* @return 一个AppConfig的实例
12. \*/
13. **public** **static** AppConfig getInstance(){
14. **return** instance;
15. }
17. /\*\*
18. \* 用来存放配置文件中参数A的值
19. \*/
20. **private** String parameterA;
21. /\*\*
22. \* 用来存放配置文件中参数B的值
23. \*/
24. **private** String parameterB;
25. **public** String getParameterA() {
26. **return** parameterA;
27. }
28. **public** String getParameterB() {
29. **return** parameterB;
30. }
31. /\*\*
32. \* 私有化构造方法
33. \*/
34. **private** AppConfig(){
35. //调用读取配置文件的方法
36. readConfig();
37. }
38. /\*\*
39. \* 读取配置文件，把配置文件中的内容读出来设置到属性上
40. \*/
41. **private** **void** readConfig(){
42. Properties p = **new** Properties();
43. InputStream in = **null**;
44. **try** {
45. in = AppConfig.**class**.getResourceAsStream(
46. "AppConfig.properties");
47. p.load(in);
48. //把配置文件中的内容读出来设置到属性上
49. **this**.parameterA = p.getProperty("paramA");
50. **this**.parameterB = p.getProperty("paramB");
51. } **catch** (IOException e) {
52. System.out.println("装载配置文件出错了，具体堆栈信息如下：");
53. e.printStackTrace();
54. }**finally**{
55. **try** {
56. in.close();
57. } **catch** (IOException e) {
58. e.printStackTrace();
59. }
60. }
61. }
62. }

 当然，测试的客户端也需要相应的变化，示例代码如下：

**Java代码**

1. **public** **class** Client {
2. **public** **static** **void** main(String[] args) {
3. //创建读取应用配置的对象
4. AppConfig config = AppConfig.getInstance();
6. String paramA = config.getParameterA();
7. String paramB = config.getParameterB();
9. System.out.println("paramA="+paramA+",paramB="+paramB);
10. }
11. }

 去测试看看，是否能满足要求。

**3  模式讲解**

**3.1  认识单例模式**

**（1）单例模式的功能**        单例模式的功能是用来保证这个类在运行期间只会被创建一个类实例，另外单例模式还提供了一个全局唯一访问这个类实例的访问点，就是那个getInstance的方法。不管采用懒汉式还是饿汉式的实现方式，这个全局访问点是一样的。  
        对于单例模式而言，不管采用何种实现方式，它都是只关心类实例的创建问题，并不关心具体的业务功能。  
**（2）单例模式的范围**  
        也就是在多大范围内是单例呢？  
        观察上面的实现可以知道，目前Java里面实现的单例是一个ClassLoader及其子ClassLoader的范围。因为一个ClassLoader在装载饿汉式实现的单例类的时候就会创建一个类的实例。  
        这就意味着如果一个虚拟机里面有很多个ClassLoader，而且这些ClassLoader都装载某个类的话，就算这个类是单例，它也会产生很多个实例。当然，如果一个机器上有多个虚拟机，那么每个虚拟机里面都应该至少有一个这个类的实例，也就是说整个机器上就有很多个实例，更不会是单例了。  
        另外请注意一点，这里讨论的单例模式并不适用于集群环境，对于集群环境下的单例这里不去讨论，那不属于这里的内容范围。  
**（3）单例模式的命名**  
        一般建议单例模式的方法命名为：getInstance()，这个方法的返回类型肯定是单例类的类型了。getInstance方法可以有参数，这些参数可能是创建类实例所需要的参数，当然，大多数情况下是不需要的。  
        单例模式的名称：单例、单件、单体等等，翻译的不同，都是指的同一个模式。

**3.2  懒汉式和饿汉式实现**

        前面提到了单例模式有两种典型的解决方案，一种叫懒汉式，一种叫饿汉式，这两种方式究竟是如何实现的，下面分别来看看。为了看得更清晰一点，只是实现基本的单例控制部分，不再提供示例的属性和方法了；而且暂时也不去考虑线程安全的问题，这个问题在后面会重点分析。  
**1：第一种方案 懒汉式  
（1）私有化构造方法**        要想在运行期间控制某一个类的实例只有一个，那首先的任务就是要控制创建实例的地方，也就是不能随随便便就可以创建类实例，否则就无法控制创建的实例个数了。现在是让使用类的地方来创建类实例，也就是在类外部来创建类实例。  
        那么怎样才能让类的外部不能创建一个类的实例呢？很简单，私有化构造方法就可以了！示例代码如下：

**Java代码**

1. **private** Singleton(){
2. }

**（2）提供获取实例的方法**       构造方法被私有化了，外部使用这个类的地方不干了，外部创建不了类实例就没有办法调用这个对象的方法，就实现不了功能处理，这可不行。经过思考，单例模式决定让这个类提供一个方法来返回类的实例，好让外面使用。示例代码如下：

**Java代码**

1. **public** Singleton getInstance(){
2. }

**（3）把获取实例的方法变成静态的**        又有新的问题了，获取对象实例的这个方法是个实例方法，也就是说客户端要想调用这个方法，需要先得到类实例，然后才可以调用，可是这个方法就是为了得到类实例，这样一来不就形成一个死循环了吗？这不就是典型的“先有鸡还是先有蛋的问题”嘛。  
        解决方法也很简单，在方法上加上static，这样就可以直接通过类来调用这个方法，而不需要先得到类实例了，示例代码如下：

**Java代码**

1. **public** **static** Singleton getInstance(){
2. }

**（4）定义存储实例的属性**        方法定义好了，那么方法内部如何实现呢？如果直接创建实例并返回，这样行不行呢？示例代码如下

**Java代码**

1. **public** **static** Singleton getInstance(){
2. **return** **new** Singleton();
3. }

        当然不行了，如果每次客户端访问都这样直接new一个实例，那肯定会有多个实例，根本实现不了单例的功能。  
        怎么办呢？单例模式想到了一个办法，那就是用一个属性来记录自己创建好的类实例，当第一次创建过后，就把这个实例保存下来，以后就可以复用这个实例，而不是重复创建对象实例了。示例代码如下：

**Java代码**

1. **private** Singleton instance = **null**;

**（5）把这个属性也定义成静态的**        这个属性变量应该在什么地方用呢？肯定是第一次创建类实例的地方，也就是在前面那个返回对象实例的静态方法里面使用。  
        由于要在一个静态方法里面使用，所以这个属性被迫成为一个类变量，要强制加上static，也就是说，这里并没有使用static的特性。示例代码如下：

**Java代码**

1. **private** **static** Singleton instance = **null**;

**（6）实现控制实例的创建**  
        现在应该到getInstance方法里面实现控制实例创建了，控制的方式很简单，只要先判断一下，是否已经创建过实例了。如何判断？那就看存放实例的属性是否有值，如果有值，说明已经创建过了，如果没有值，那就是应该创建一个，示例代码如下：

**Java代码**

1. **public** **static** Singleton getInstance(){
2. //先判断instance是否有值
3. **if**(instance == **null**){
4. //如果没有值，说明还没有创建过实例，那就创建一个
5. //并把这个实例设置给instance
6. instance = **new** Singleton ();
7. }
8. //如果有值，或者是创建了值，那就直接使用
9. **return** instance;
10. }

**（7）完整的实现**  
        至此，成功解决了：在运行期间，控制某个类只被创建一个实例的要求。完整的代码如下，**为了大家好理解，用注释标示了代码的先后顺序**，示例代码如下：

**Java代码**

1. **public** **class** Singleton {
2. //4：定义一个变量来存储创建好的类实例
3. //5：因为这个变量要在静态方法中使用，所以需要加上static修饰
4. **private** **static** Singleton instance = **null**;
5. //1：私有化构造方法，好在内部控制创建实例的数目
6. **private** Singleton(){
7. }
8. //2：定义一个方法来为客户端提供类实例
9. //3：这个方法需要定义成类方法，也就是要加static
10. **public** **static** Singleton getInstance(){
11. //6：判断存储实例的变量是否有值
12. **if**(instance == **null**){
13. //6.1：如果没有，就创建一个类实例，并把值赋值给存储类实例的变量
14. instance = **new** Singleton();
15. }
16. //6.2：如果有值，那就直接使用
17. **return** instance;
18. }
19. }

**2：第二种方案 饿汉式**  
        这种方案跟第一种方案相比，前面的私有化构造方法，提供静态的getInstance方法来返回实例等步骤都一样。差别在如何实现getInstance方法，在这个地方，单例模式还想到了另外一种方法来实现getInstance方法。  
        不就是要控制只创造一个实例吗？那么有没有什么现成的解决办法呢？很快，单例模式回忆起了Java中static的特性：

* static变量在类装载的时候进行初始化
* 多个实例的static变量会共享同一块内存区域。

        这就意味着，在Java中，static变量只会被初始化一次，就是在类装载的时候，而且多个实例都会共享这个内存空间，这不就是单例模式要实现的功能吗？真是得来全不费功夫啊。根据这些知识，写出了第二种解决方案的代码，示例代码如下：

**Java代码**

1. **public** **class** Singleton {
2. //4：定义一个静态变量来存储创建好的类实例
3. //直接在这里创建类实例，只会创建一次
4. **private** **static** Singleton instance = **new** Singleton();
5. //1：私有化构造方法，好在内部控制创建实例的数目
6. **private** Singleton(){
7. }
8. //2：定义一个方法来为客户端提供类实例
9. //3：这个方法需要定义成类方法，也就是要加static
10. //这个方法里面就不需要控制代码了
11. **public** **static** Singleton getInstance(){
12. //5：直接使用已经创建好的实例
13. **return** instance;
14. }
15. }

**注意一下**，这个方案是用到了static的特性的，而第一个方案是没有用到的，因此两个方案的步骤会有一些不同，在第一个方案里面，强制加上static也是算作一步的，而在这个方案里面，是主动加上static，就不单独算作一步了。  
         所以在查看上面两种方案的代码的时候，仔细看看编号，顺着编号的顺序看，可以体会出两种方案的不一样来。  
         不管是采用哪一种方式，在运行期间，都只会生成一个实例，而访问这些类的一个全局访问点，就是那个静态的getInstance方法。

**3：单例模式的调用顺序示意图**        由于单例模式有两种实现方式，那么它的调用顺序也分成两种。先看懒汉式的调用顺序，如图2所示：  
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                        图2  懒汉式调用顺序示意图

饿汉式的调用顺序，如图3所示：  
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                               图3  饿汉式调用顺序示意图

**3.3  延迟加载的思想**

        单例模式的懒汉式实现方式体现了延迟加载的思想，什么是延迟加载呢？  
        通俗点说，就是一开始不要加载资源或者数据，一直等，等到马上就要使用这个资源或者数据了，躲不过去了才加载，所以也称Lazy Load，不是懒惰啊，是“延迟加载”，这在实际开发中是一种很常见的思想，尽可能的节约资源。  
        体现在什么地方呢？看如下代码：  
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**3.4  缓存的思想**

        单例模式的懒汉式实现还体现了缓存的思想，缓存也是实际开发中非常常见的功能。  
        简单讲就是，如果某些资源或者数据会被频繁的使用，而这些资源或数据存储在系统外部，比如数据库、硬盘文件等，那么每次操作这些数据的时候都从数据库或者硬盘上去获取，速度会很慢，会造成性能问题。  
        一个简单的解决方法就是：把这些数据缓存到内存里面，每次操作的时候，先到内存里面找，看有没有这些数据，如果有，那么就直接使用，如果没有那么就获取它，并设置到缓存中，下一次访问的时候就可以直接从内存中获取了。从而节省大量的时间，当然，缓存是一种典型的空间换时间的方案。  
        缓存在单例模式的实现中怎么体现的呢？  
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**3.5  Java中缓存的基本实现**

        引申一下，看看在Java开发中的缓存的基本实现，在Java中最常见的一种实现缓存的方式就是使用Map，基本的步骤是：

* 先到缓存里面查找，看看是否存在需要使用的数据
* 如果没有找到，那么就创建一个满足要求的数据，然后把这个数据设置回到缓存中，以备下次使用
* 如果找到了相应的数据，或者是创建了相应的数据，那就直接使用这个数据。

 还是看看示例吧，示例代码如下：

**Java代码**

1. /\*\*
2. \* Java中缓存的基本实现示例
3. \*/
4. **public** **class** JavaCache {
5. /\*\*
6. \* 缓存数据的容器，定义成Map是方便访问，直接根据Key就可以获取Value了
7. \* key选用String是为了简单，方便演示
8. \*/
9. **private** Map<String,Object> map = **new** HashMap<String,Object>();
10. /\*\*
11. \* 从缓存中获取值
12. \* @param key 设置时候的key值
13. \* @return key对应的Value值
14. \*/
15. **public** Object getValue(String key){
16. //先从缓存里面取值
17. Object obj = map.get(key);
18. //判断缓存里面是否有值
19. **if**(obj == **null**){
20. //如果没有，那么就去获取相应的数据，比如读取数据库或者文件
21. //这里只是演示，所以直接写个假的值
22. obj = key+",value";
23. //把获取的值设置回到缓存里面
24. map.put(key, obj);
25. }
26. //如果有值了，就直接返回使用
27. **return** obj;
28. }
29. }

        这里只是缓存的基本实现，还有很多功能都没有考虑，比如缓存的清除，缓存的同步等等。当然，Java的缓存还有很多实现方式，也是非常复杂的，现在有很多专业的缓存框架，更多缓存的知识，这里就不再去讨论了。

**3.6  利用缓存来实现单例模式**

        其实应用Java缓存的知识，也可以变相实现Singleton模式，算是一个模拟实现吧。每次都先从缓存中取值，只要创建一次对象实例过后，就设置了缓存的值，那么下次就不用再创建了。  
        虽然不是很标准的做法，但是同样可以实现单例模式的功能，为了简单，先不去考虑多线程的问题，示例代码如下：

**Java代码**

1. /\*\*
2. \* 使用缓存来模拟实现单例
3. \*/
4. **public** **class** Singleton {
5. /\*\*
6. \* 定义一个缺省的key值，用来标识在缓存中的存放
7. \*/
8. **private** **final** **static** String DEFAULT\_KEY = "One";
9. /\*\*
10. \* 缓存实例的容器
11. \*/
12. **private** **static** Map<String,Singleton> map =
13. **new** HashMap<String,Singleton>();
14. /\*\*
15. \* 私有化构造方法
16. \*/
17. **private** Singleton(){
18. //
19. }
20. **public** **static** Singleton getInstance(){
21. //先从缓存中获取
22. Singleton instance = (Singleton)map.get(DEFAULT\_KEY);
23. //如果没有，就新建一个，然后设置回缓存中
24. **if**(instance==**null**){
25. instance = **new** Singleton();
26. map.put(DEFAULT\_KEY, instance);
27. }
28. //如果有就直接使用
29. **return** instance;
30. }
31. }

        是不是也能实现单例所要求的功能呢？其实实现模式的方式有很多种，并不是只有模式的参考实现所实现的方式，上面这种也能实现单例所要求的功能，只不过实现比较麻烦，不是太好而已，但在后面扩展单例模式的时候会有用。  
        另外，模式是经验的积累，模式的参考实现并不一定是最优的，对于单例模式，后面会给大家一些更好的实现方式。

**3.7  单例模式的优缺点**

**1：时间和空间**        比较上面两种写法：**懒汉式是典型的时间换空间**，也就是每次获取实例都会进行判断，看是否需要创建实例，费判断的时间，当然，如果一直没有人使用的话，那就不会创建实例，节约内存空间。  
        **饿汉式是典型的空间换时间**，当类装载的时候就会创建类实例，不管你用不用，先创建出来，然后每次调用的时候，就不需要再判断了，节省了运行时间。

**2：线程安全**（1）从线程安全性上讲，**不加同步的懒汉式是线程不安全的**，比如说：有两个线程，一个是线程A，一个是线程B，它们同时调用getInstance方法，那就可能导致并发问题。如下示例：  
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 程序继续运行，两个线程都向前走了一步，如下：
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可能有些朋友会觉得文字描述还是不够直观，再来画个图说明一下，如图4所示：

![http://dl.javaeye.com/upload/attachment/286650/11441743-91f0-33ca-82af-cbb018f19d61.gif](data:image/gif;base64,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)  
                                                       图4  懒汉式单例的线程问题示意图

        通过图4的分解描述，明显可以看出，当A、B线程并发的情况下，会创建出两个实例来，也就是单例的控制在并发情况下失效了。  
**（2）饿汉式是线程安全的**，因为虚拟机保证了只会装载一次，在装载类的时候是不会发生并发的。

**（3）如何实现懒汉式的线程安全呢？**  
        当然懒汉式也是可以实现线程安全的，只要加上synchronized即可，如下：

**Java代码**

1. **public** **static** **synchronized** Singleton getInstance(){}

         但是这样一来，会降低整个访问的速度，而且每次都要判断，也确实是稍微慢点。那么有没有更好的方式来实现呢？

**（4）双重检查加锁**        可以使用“双重检查加锁”的方式来实现，就可以既实现线程安全，又能够使性能不受到大的影响。那么什么是“双重检查加锁”机制呢？  
        所谓双重检查加锁机制，指的是：并不是每次进入getInstance方法都需要同步，而是先不同步，进入方法过后，先检查实例是否存在，如果不存在才进入下面的同步块，这是第一重检查。进入同步块过后，再次检查实例是否存在，如果不存在，就在同步的情况下创建一个实例，这是第二重检查。这样一来，就只需要同步一次了，从而减少了多次在同步情况下进行判断所浪费的时间。  
        双重检查加锁机制的实现会使用一个关键字volatile，它的意思是：被volatile修饰的变量的值，将不会被本地线程缓存，所有对该变量的读写都是直接操作共享内存,从而确保多个线程能正确的处理该变量。  
       **注意**:在Java1.4及以前版本中，很多JVM对于volatile关键字的实现有问题，会导致双重检查加锁的失败，因此双重检查加锁的机制只能用在Java5及以上的版本。  
        看看代码可能会更清楚些，示例代码如下：

**Java代码**

1. **public** **class** Singleton {
2. /\*\*
3. \* 对保存实例的变量添加volatile的修饰
4. \*/
5. **private** **volatile** **static** Singleton instance = **null**;
6. **private** Singleton(){
7. }
8. **public** **static**  Singleton getInstance(){
9. //先检查实例是否存在，如果不存在才进入下面的同步块
10. **if**(instance == **null**){
11. //同步块，线程安全的创建实例
12. **synchronized**(Singleton.**class**){
13. //再次检查实例是否存在，如果不存在才真的创建实例
14. **if**(instance == **null**){
15. instance = **new** Singleton();
16. }
17. }
18. }
19. **return** instance;
20. }
21. }

        这种实现方式既可使实现线程安全的创建实例，又不会对性能造成太大的影响，它只是在第一次创建实例的时候同步，以后就不需要同步了，从而加快运行速度。  
         **提示：**由于volatile关键字可能会屏蔽掉虚拟机中一些必要的代码优化，所以运行效率并不是很高，因此一般建议，没有特别的需要，不要使用。也就是说，虽然可以使用双重加锁机制来实现线程安全的单例，但并不建议大量采用，根据情况来选用吧。

**3.8  在Java中一种更好的单例实现方式**

        根据上面的分析，常见的两种单例实现方式都存在小小的缺陷，那么有没有一种方案，既能够实现延迟加载，又能够实现线程安全呢？  
        还真有高人想到这样的解决方案了，这个解决方案被称为Lazy initialization holder class模式，这个模式综合使用了Java的类级内部类和多线程缺省同步锁的知识，很巧妙的同时实现了延迟加载和线程安全。  
**1：先来看点相应的基础知识**        **先简单的看看类级内部类相关的知识。**

* 什么是类级内部类？  
      简单点说，类级内部类指的是：有static修饰的成员式内部类。如果没有static修饰的成员式内部类被称为对象级内部类。
* 类级内部类相当于其外部类的static成分，它的对象与外部类对象间不存在依赖关系，因此可直接创建。而对象级内部类的实例，是绑定在外部对象实例中的。
* 类级内部类中，可以定义静态的方法，在静态方法中只能够引用外部类中的静态成员方法或者成员变量。
* 类级内部类相当于其外部类的成员，只有在第一次被使用的时候才会被装载

**再来看看多线程缺省同步锁的知识。**        大家都知道，在多线程开发中，为了解决并发问题，主要是通过使用synchronized来加互斥锁进行同步控制。但是在某些情况中，JVM已经隐含地为您执行了同步，这些情况下就不用自己再来进行同步控制了。这些情况包括：

* 由静态初始化器（在静态字段上或 static{} 块中的初始化器）初始化数据时
* 访问 final 字段时
* 在创建线程之前创建对象时
* 线程可以看见它将要处理的对象时

**2：接下来看看这种解决方案的思路**        要想很简单的实现线程安全，可以采用静态初始化器的方式，它可以由JVM来保证线程安全性。比如前面的“饿汉式”实现方式，但是这样一来，不是会浪费一定的空间吗？因为这种实现方式，会在类装载的时候就初始化对象，不管你需不需要。  
        如果现在有一种方法能够让类装载的时候不去初始化对象，那不就解决问题了？一种可行的方式就是采用类级内部类，在这个类级内部类里面去创建对象实例，这样一来，只要不使用到这个类级内部类，那就不会创建对象实例。从而同时实现延迟加载和线程安全。  
        看看代码示例可能会更清晰，示例代码如下：

**Java代码**

1. **public** **class** Singleton {
2. /\*\*
3. \* 类级的内部类，也就是静态的成员式内部类，该内部类的实例与外部类的实例
4. \* 没有绑定关系，而且只有被调用到才会装载，从而实现了延迟加载
5. \*/
6. **private** **static** **class** SingletonHolder{
7. /\*\*
8. \* 静态初始化器，由JVM来保证线程安全
9. \*/
10. **private** **static** Singleton instance = **new** Singleton();
11. }
12. /\*\*
13. \* 私有化构造方法
14. \*/
15. **private** Singleton(){
16. }
17. **public** **static**  Singleton getInstance(){
18. **return** SingletonHolder.instance;
19. }
20. }

        仔细想想，是不是很巧妙呢！  
        当getInstance方法第一次被调用的时候，它第一次读取SingletonHolder.instance，导致SingletonHolder类得到初始化；而这个类在装载并被初始化的时候，会初始化它的静态域，从而创建Singleton的实例，由于是静态的域，因此只会被虚拟机在装载类的时候初始化一次，并由虚拟机来保证它的线程安全性。  
        这个模式的优势在于，getInstance方法并没有被同步，并且只是执行一个域的访问，因此延迟初始化并没有增加任何访问成本。

**3.9  单例和枚举**

        按照《高效Java 第二版》中的说法：单元素的枚举类型已经成为实现Singleton的最佳方法。  
        为了理解这个观点，先来了解一点相关的枚举知识，这里只是强化和总结一下枚举的一些重要观点，更多基本的枚举的使用，请参看Java编程入门资料：

* Java的枚举类型实质上是功能齐全的类，因此可以有自己的属性和方法
* Java枚举类型的基本思想：通过公有的静态final域为每个枚举常量导出实例的类
* 从某个角度讲，枚举是单例的泛型化，本质上是单元素的枚举

        用枚举来实现单例非常简单，只需要编写一个包含单个元素的枚举类型即可，示例代码如下：

**Java代码**

1. /\*\*
2. \* 使用枚举来实现单例模式的示例
3. \*/
4. **public** **enum** Singleton {
5. /\*\*
6. \* 定义一个枚举的元素,它就代表了Singleton的一个实例
7. \*/
8. uniqueInstance;
10. /\*\*
11. \* 示意方法，单例可以有自己的操作
12. \*/
13. **public** **void** singletonOperation(){
14. //功能处理
15. }
16. }

        使用枚举来实现单实例控制，会更加简洁，而且无偿的提供了序列化的机制，并由JVM从根本上提供保障，绝对防止多次实例化，是更简洁、高效、安全的实现单例的方式。

**3.10  思考单例模式**

**1：单例模式的本质**  
        单例模式的本质：**控制实例数目**。  
        单例模式是为了控制在运行期间，某些类的实例数目只能有一个。可能有人就会想了，那么我能不能控制实例数目为2个，3个，或者是任意多个呢？目的都是一样的，节省资源啊，有些时候单个实例不能满足实际的需要，会忙不过来，根据测算，3个实例刚刚好，也就是说，现在要控制实例数目为3个，怎么办呢？  
        其实思路很简单，就是利用上面通过Map来缓存实现单例的示例，进行变形，一个Map可以缓存任意多个实例，新的问题就是，Map中有多个实例，但是客户端调用的时候，到底返回那一个实例呢，也就是实例的调度问题，我们只是想要来展示设计模式，对于这个调度算法就不去深究了，做个最简单的，循环返回就好了，示例代码如下：

**Java代码**

1. /\*\*
2. \* 简单演示如何扩展单例模式，控制实例数目为3个
3. \*/
4. **public** **class** OneExtend {
5. /\*\*
6. \* 定义一个缺省的key值的前缀
7. \*/
8. **private** **final** **static** String DEFAULT\_PREKEY = "Cache";
9. /\*\*
10. \* 缓存实例的容器
11. \*/
12. **private** **static** Map<String,OneExtend> map =
13. **new** HashMap<String,OneExtend>();
14. /\*\*
15. \* 用来记录当前正在使用第几个实例，到了控制的最大数目，就返回从1开始
16. \*/
17. **private** **static** **int** num = 1;
18. /\*\*
19. \* 定义控制实例的最大数目
20. \*/
21. **private** **final** **static** **int** NUM\_MAX = 3;
22. **private** OneExtend(){}
23. **public** **static** OneExtend getInstance(){
24. String key = DEFAULT\_PREKEY+num;
25. //缓存的体现，通过控制缓存的数据多少来控制实例数目
26. OneExtend oneExtend = map.get(key);
27. **if**(oneExtend==**null**){
28. oneExtend = **new** OneExtend();
29. map.put(key, oneExtend);
30. }
31. //把当前实例的序号加1
32. num++;
33. **if**(num > NUM\_MAX){
34. //如果实例的序号已经达到最大数目了，那就重复从1开始获取
35. num = 1;
36. }
37. **return** oneExtend;
38. }
40. **public** **static** **void** main(String[] args) {
41. //测试是否能满足功能要求
42. OneExtend t1 = getInstance ();
43. OneExtend t2 = getInstance ();
44. OneExtend t3 = getInstance ();
45. OneExtend t4 = getInstance ();
46. OneExtend t5 = getInstance ();
47. OneExtend t6 = getInstance ();
49. System.out.println("t1=="+t1);
50. System.out.println("t2=="+t2);
51. System.out.println("t3=="+t3);
52. System.out.println("t4=="+t4);
53. System.out.println("t5=="+t5);
54. System.out.println("t6=="+t6);
55. }
56. }

 测试一下，看看结果，如下：

**Java代码**

1. t1==cn.javass.dp.singleton.example9.OneExtend@6b97fd
2. t2==cn.javass.dp.singleton.example9.OneExtend@1c78e57
3. t3==cn.javass.dp.singleton.example9.OneExtend@5224ee
4. t4==cn.javass.dp.singleton.example9.OneExtend@6b97fd
5. t5==cn.javass.dp.singleton.example9.OneExtend@1c78e57
6. t6==cn.javass.dp.singleton.example9.OneExtend@5224ee

        第一个实例和第四个相同，第二个与第五个相同，第三个与第六个相同，也就是说一共只有三个实例，而且调度算法是从第一个依次取到第三个，然后回来继续从第一个开始取到第三个。  
        当然这里我们不去考虑复杂的调度情况，也不去考虑何时应该创建新实例的问题。  
        **注意：**这种实现方式同样是线程不安全的，需要处理，这里就不再展开去讲了。

**2：何时选用单例模式**        建议在如下情况中，选用单例模式：

* 当需要控制一个类的实例只能有一个，而且客户只能从一个全局访问点访问它时，可以选用单例模式，这些功能恰好是单例模式要解决的问题

**3.11  相关模式**

        很多模式都可以使用单例模式，只要这些模式中的某个类，需要控制实例为一个的时候，就可以很自然的使用上单例模式。比如抽象工厂方法中的具体工厂类就通常是一个单例。